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Artificial intelligence in a game plays a vital role in enhancing the player's gaming 
experience, especially in single-player games. NPCs are the primary means of interaction in 
single-player games, assisting and guiding players like interactions with other players. Chaos 
Crossing requires pathfinding technology for optimal NPC movement, allowing them to 
navigate the environment grid-based while avoiding static obstacles. The Dijkstra algorithm 
and the A-Star algorithm need to be compared because, based on previous research, the 
Dijkstra algorithm has proven effective for calculating the shortest distance to the destination 
point in a static environment based on a two-dimensional grid with characters moving in it, 
as well as the A-Star algorithm can avoid a static environment based on grid and is used to 
determine the shortest distance to the destination point in the character's movement. This 
quantitative research aims to find a solution that optimizes NPC movement by testing and 
comparing Dijkstra's and A-Star's algorithms in a static environment grid based on the game 
Chaos Crossing. The test results and comparative analysis show that the A-Star algorithm 
performs a faster route search with an average value of 36.37 seconds than Dijkstra's 
algorithm with an average matter of 20.76 seconds and utilizes memory more efficiently with 
an average value of 20.19 MB than Dijkstra's algorithm with a value 22.17 MB on average. 
However, Dijkstra's algorithm produces a slightly shorter track distance, with an average 
value of 42.26 units, compared to the A-Star algorithm, with an average value of 42.39 units. 
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1. Introduction 

The game industry is growing rapidly, and one of the essential hopes of a good 
game is a game that can be more interesting, immersive, and innovative than other 
games [1]. This hope is because game technology continues to develop, one of 
which is artificial intelligence which allows players to compete against computers 
in games [2][3], so artificial intelligence in games is very influential in improving 
the playing experience [4], especially in single-player games [5]. A single-player 
game is a game that consists of only one player, so it only relies on a Non-Playable 
Character (NPC) to interact with other players [5]. 

In the case of this research is a game called Chaos Crossing, which has a top-
down perspective on traffic edification. Game Chaos Crossing has a single-player 
game mode with a grid-based environment that contains the Main Character (MC) 
and game content. The problem with this game is that game content has two 
different types of objects: the NPC as a dynamic object and the environment as a 
static object. The NPC in the Chaos Crossing game aims to move from the starting 
point to the destination point, but this movement needs to be improved due to the 
static environment in the game. With a fixed environment, NPCs need pathfinding 
technology to move optimally by avoiding static environments to reach their 
destination [6][7]. 

Based on the description above, one way to solve the NPC problem is to 
determine which path to follow by applying the artificial intelligence pathfinding 
method [6][8][9]. The pathfinding method finds the shortest route in an 
environment by identifying pathways that can be passed and environmental 
elements that cannot [6]. Several algorithms can solve pathfinding problems with 
a grid-based static environment, namely the Dijkstra algorithm and the A-Star 
algorithm [9]–[12]. 

Dijkstra algorithm is a shortest path tracing algorithm that explores nodes 
sequentially, starting from the initial node and updating the shortest distance to 
neighboring nodes [12]–[15]. Dijkstra does not use heuristics and looks for the 
shortest path based on the actual cost from the initial node to the currently 
processed node [14], [16]. On the other hand, the A-Star algorithm is a variation of 
Dijkstra, which uses a heuristic function to estimate the remaining cost from the 
node being processed to the destination node [17][18]. With this heuristic function, 
A-Star can prioritize the vertices with the lowest estimated prices to find the 
shortest path in the graph with non-negative path costs [8][19][20]. 

Dijkstra and A-Star algorithms must be compared because, based on previous 
research, the Dijkstra algorithm has proven effective for calculating the shortest 
distance to the destination point in a two-dimensional grid-based static 
environment with characters moving [12]. On the other hand, the A-Star algorithm 
can avoid grid-based static environments and determines the shortest distance to 
the destination point in the character's movement [9]. Previous research has also 
proven that the A-Star algorithm has a higher speed in route search than Dijkstra 
[15]. However, it is essential to note that it is possible that the Dijkstra algorithm 
also has advantages over other comparison parameters, such as memory usage, 
which can be considered in selecting an algorithm to improve performance and 
compatibility when applied to a game. Therefore, a comparative analysis between 
the Dijkstra and A-Star algorithms is needed to determine the most optimal 
algorithm for NPC movement against a grid-based static environment in the Chaos 
Crossing game. 

The Dijkstra algorithm and the A-Star algorithm have their advantages and 
disadvantages. Therefore, in this study, a comparative analysis will be carried out 
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between the Dijkstra algorithm and the A-Star algorithm to obtain the optimal 
algorithm for applying NPC movement to a static environment in the Chaos 
Crossing game. This research aims to find a solution that optimizes NPC movement 
by testing and comparing Dijkstra and A-Star algorithms in a fixed environment 
grid based on the game Chaos Crossing. 

2. Research Method 

This research uses quantitative data, conducting a comparative analysis that 
aims to find the optimal algorithm for NPC movement in the Chaos Crossing game. 
To get the best results from the algorithm, it is necessary to test each parameter for 
comparison in finding the optimal algorithm for NPC movement in the Chaos 
Crossing game. The research process involves several stages, as shown in Figure 
1. 

 
Figure 1 Research Methodology 

2.1. Design and Implementation 

Five different level designs were made, with a different static environment for 
each level design. The level design creates game obstacles, providing players with 
an exciting and challenging playing experience [21]. Next, three different starting 
and destination positions are placed on the NPC at each level design. The level 
designs are structured in such a way as to stay out of research case studies, adopting 
the same design style as in the Chaos Crossing game. Next, the Dijkstra and A-Star 
algorithms are implemented on the NPC against a static environment for each level 
design. 

2.2. Testing 

The testing process aims to obtain data based on comparative parameters. 
Testing was conducted using simulation techniques at five different level designs 
and three various NPC position points at each scenario. The data testing process 
uses the Dijkstra and A-Star algorithms implemented in the Chaos Crossing game 
using the Unity Engine. The types of variable data collected are listed in Table 1. 

 
Table 1 Data Variable Types 

No  Variable Description Data Type Range 

1 
Route 
Finding 
Time 

Processing time for 
searching the route from the 
starting point to the 
destination by the Dijkstra 
algorithm or A-Star 
algorithm in one iteration. 

Float 0-1000 seconds 
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No  Variable Description Data Type Range 

2 
Path 
Distance 

In one iteration, the path 
distance is needed for the 
NPC to move from the 
starting point to the 
destination by the Dijkstra 
algorithm and A-Star 
algorithm. 

Integer 0-1000 units 

3 
Memory 
Usage 

The total memory usage 
used by Dijkstra and A-Star 
algorithms in one iteration. 

Float 0-100 MB 

 
The variable type of track distance uses units because the testing process is 

carried out using the Unity Engine. In the Unity Engine, the unit of coordinates 
used to represent an object's position is called a unit. This unit does not refer to a 
specific physical unit, such as meters, but a relative unit used in the Unity 
environment. In Unity Engine, data collection on the memory usage variable can 
be obtained using the 'System.GC.GetTotalMemory()' method. This method allows 
one to get the total amount of memory currently allocated by the running 
application. The test is carried out by implementing the Dijkstra and A-Star 
algorithms at five level designs and directly comparing the two algorithms at each 
implemented level design. 

 

 
Figure 2 Test Scenario 

There are five test scenarios, and each procedure is carried out by comparing 
the Dijkstra and A-Star algorithms implemented in three NPC movement positions 
to the level design. The flow of the test scenario can be seen in Figure 2. The case 
in the single-player game Chaos Crossing has a static environment that keeps the 
algorithm calculations fixed so that each design is tested only once. 

2.3. Analysis of Test Results 

The data analysis technique to produce a comparison between the Dijkstra 
algorithm and the A-Star algorithm is to determine the average result of the data 
collected based on the comparison parameters of each starting point to the 
destination at the level design using the formula in Equation 1.  

 
𝐴𝑣𝑒𝑟𝑎𝑔𝑒 =  

௫భ ା௫మ ା...ା ௫೙ 

௜
    Equation 1 
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With the average results of the comparative parameter data for each level 
design, the efficiency and effectiveness of the Dijkstra and A-Star algorithms can 
be identified, and the best algorithm can be determined from the comparisons in 
each parameter based on the data collection results.   

2.4. Interpretation and Conclusion 

The interpretation was made to identify the advantages and disadvantages of 
Dijkstra and A-Star algorithms in the Chaos Crossing game. Conclusions are 
obtained from the results of analysis and interpretation. 

3. Results and Discussion 

3.1. Result of Design and Implementation 

Based on the research method, the first step is to arrange five level designs and 
then place three starting points and destination points for each level design. The 
preparation results can be seen in Figure 3; the effects of placing the starting and 
destination points are listed in Table 3. To make it easier for visualization in testing 
and data analysis, each level's design is changed to a black-and-white format. The 
results of the level design conversion to black and white are shown in Figure 4. It 
is explained that there are two types of colors. The black color represents a static 
environment or a place the NPC cannot pass through, and the white color means 
where the NPC can pass. 

 

 
Figure 3 Results of Five Level Designs 
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Figure 4 Five Level Designs in Black and White Format 

The arrangement of Level Design 1, Level Design 2, and Level Design 3 use a 
reference to the extent of the level design area from the smallest to the largest 
because this approach allows for a gradual increase in complexity and challenge in 
the game. By starting with a smaller level design, players can understand the basics 
of the game and get through the initial levels more easily [21]. Meanwhile, Level 
Design 4 and Level Design 5 are arranged based on similarity or resemblance to 
the level design in the Chaos Crossing game to present a similar or comparable 
experience in terms of gameplay, level layout, or practical design elements. 
After the five-level designs were arranged, the Dijkstra and A-Star algorithms were 
implemented at each level design using the Unity Engine with the c-sharp 
programming language. 

3.2. Result of Testing 

The testing process is carried out by direct simulation techniques on the Unity 
Engine based on route search time, track distance, and memory usage at each 
design level. The testing process is carried out in stages from design level 1 to 
design level 5, according to predetermined test scenarios. 
 

Table 2 The Results of Data Collection at each Level Design 

Points (x,y) Time (s) Distance (unit) Memory (MB) 
Start Destination Dijkstra A-Star Dijkstra A-Star Dijkstra A-Star 

Level Design 1 
(13,8) (28,24) 6.74 0.96 23 23 20.80 18.38 
(6,4) (22,4) 5.23 1.84 29 29 20.32 18.91 
(17,8) (13,24) 6.42 2.66 30 30 21.68 18.30 

Level Design 2 
(19,14) (36,30) 29.71 9.93 54 54 23.56 22.80 
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Points (x,y) Time (s) Distance (unit) Memory (MB) 
Start Destination Dijkstra A-Star Dijkstra A-Star Dijkstra A-Star 

(53,11) (2,33) 35.86 8.24 66 67 22.93 22.51 
(19,14) (36,14) 13.89 5.92 39 39 20.86 20.43 

Level Design 3 
(10,28) (45,27) 56.43 13.08 55 55 22.73 18.83 
(25,30) (30,25) 64.84 30.11 75 74 23.26 18.47 
(1,11) (36,29) 52.50 22.99 64 64 22.66 19.93 

Level Design 4 
(20,13) (6,17) 4.31 1.82 28 29 21.28 18.25 
(31,9) (6,26) 6.25 1.58 35 35 22.37 18.91 
(2,8) (24,24) 6.38 1.49 31 31 21.33 19.87 

Level Design 5 
(13,22) (27,12) 5.97 2.30 28 28 22.53 22.31 
(21,31) (2,12) 9.77 4.13 39 39 22.88 22.13 
(1,8) (33,22) 7.16 2.07 39 40 23.37 22.81 
 
Based on the data obtained in Table 2, it was found that the test results in the 

route search time on the Dijkstra algorithm obtained a minimum value of 4.31 
seconds at design level 4 and a maximum value of 64.84 seconds at design level 3, 
while the a-star algorithm got the minimum value is 0.96 seconds at design level 1 
and the maximum value is 64.84 seconds at design level 3. In the path distance, it 
is found that Dijkstra's algorithm obtains a minimum value of 23 units at design 
level 1 and a maximum value of 75 units at design level 3, while the a-star 
algorithm gets a minimum value of 23 units at design level 1 and a maximum value 
of 74 units at design level 3. In terms of memory usage, it is found that the Dijkstra 
algorithm obtains a minimum value of 20.32 MB at design level 1 and a maximum 
value of 23.37 MB at design level 5, while the A-Star algorithm gets a minimum 
value of 18.25 MB at design level 4 and a maximum value of 22.81 MB at design 
level 5. 

3.3. Analysis of Test Results 

After collecting data from the test results, the data is analyzed according to 
research data analysis techniques. The average and the comparison of algorithms 
are calculated based on the comparison parameters, namely route search time, track 
distance, and memory usage. 

 

 
Figure 5 Comparison of the average Dijkstra Algorithm and A-Star based on Route 

Search Time 

The results of the first analysis on route search time assume the smaller the 
average route search time for each level design, the faster the route search 
algorithm will be. Based on the results of calculating the average search time for 
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each level design in Figure 5, it can be concluded that from level design 1 to level 
design 5, the A-Star algorithm is faster in searching routes than the Dijkstra 
algorithm. The same thing by previous research, the A-Star algorithm is faster than 
the Dijkstra algorithm based on search time [10][15]. 

 

                     
(a) (b) 

Figure 6 Visualization of Testing (a) Dijkstra and (b) A-Star Algorithm at the Level Design 
1 point (6,4) to point (22,4) 

The results of the visualization test between the Dijkstra algorithm and the A-
Star algorithm in Figure 6 show that the A-Star algorithm has fewer explore points 
than the Dijkstra algorithm. This also indicates that the search time for the A-Star 
algorithm is shorter than the Dijkstra algorithm, as explained in Figure 6, with the 
grey color representing the algorithm's explore point. 

 

 
Figure 7 Comparison of the average Dijkstra Algorithm and A-Star based on Path 

Distance 

The results of the second analysis on route search time assume the smaller the 
average path distance for each level design, the faster the NPC will move from the 
starting point to the destination. Based on the average calculation results based on 
the path distance for each level design in Figure 7, there are slightly different values 
at level design 2 and level design 4, so it can be concluded from the results of the 
other algorithms at level design 2 and level design 4 that the Dijkstra algorithm 
produces a shorter path distance so that the movement of the NPC in moving from 
the starting point to the destination is faster than the A-Star algorithm. 
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Figure 8 Comparison of the average Dijkstra Algorithm and A-Star based on Memory 

Usage 

The results of the third analysis on route search time assume the smaller the 
average memory usage for each level design, the lighter the algorithm for searching 
routes in one iteration. Based on the average results for each level design in Figure 
8, from level design 1 to level design 5, the A-Star algorithm is easier to search for 
routes in one iteration than the Dijkstra algorithm. 

4. Conclusions 

The pathfinding method with the Dijkstra algorithm and the A-Star algorithm 
can optimally solve the problem of NPC movement to the destination point without 
being hampered by the environment in the Chaos Crossing game. The test results 
and comparative analysis show that the A-Star algorithm performs a faster route 
search with an average value of 36.37 seconds than Dijkstra's algorithm with an 
average matter of 20.76 seconds and utilizes memory more efficiently with an 
average value of 20.19 MB than Dijkstra's algorithm with a value 22.17 MB on 
average. However, Dijkstra's algorithm produces a slightly shorter track distance, 
with an average value of 42.26 units, compared to the A-Star algorithm, with an 
average value of 42.39 units.  

Algorithm comparison analysis can consider using other, more optimal 
algorithms in certain situations. Future research can also compare the effectiveness 
of the Dijkstra and A-Star algorithms in specific situations. Integrating other 
artificial intelligence technologies into developing NPCs, such as machine 
learning, is possible to enhance their ability to interact with the game environment 
and improve the player's playing experience. 
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